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1. **Problem statement**

Implement algorithms for:

1. v arithmetic operations for positive integers: addition, subtraction, multiplication and division by one digit, in a base p €{2,3,...,9,10,16}
2. v conversions of natural numbers between two bases p, q € {2,3,...,9,10,16} using the substitution method or successive divisions and rapid conversions between two bases p, q €{2, 4, 8, 16}.

and must have a menu such that all operations and conversion methods to be verified separately.

1. **Implementation considerations**

The project is written in 'Python 3' programming language and it's splitted in four separate modules, every module having a specific role in the way the program works. Every module contains a class where are stored the used variables and the methods (functions) everyone having a particular role in that class. The methods inside the classes were written with respect to the "Single responsability" principle (every method has responsibility over a single part of the program's functionality).

Note: the menu will be displayed after every operation in order to simplify the way of accessing a particular functionality (the result of the requested operation or conversion is going to be on the next line after the input data).

1. **Modules specification and pseudo-code**

The 'main.py' function was not classified as a module because it contains only the initialization and the run command of the User Interface.

In the following paragraphs I am going to explain each separate module ( what it does and take the most important methods inside it and explain it using both natural language and pseudo-code).

1. **Console module**

This module contains the User Interface class where all the input is introduced into the program and the output data is displayed to the console. For each separate functionality we have a corresponding digit which should be specified in order to access that particular functionality ( Example: if you want to add two numbers you should type '1' in order to access the 'add functionality' inside the program). In this class we have a special method called 'run' which represent the main loop of this program. This loop will end only when the user type the 'exit' command or the console is closed. If the user enter an invalid command or number the program will display an 'Error' message but the program loop is not going to crash.

Used data type specification can be seen in this class by looking at the first two methods from it:

1. 'operations\_input' contains the specific functions which will transfer the data typed in the console by the user into the programf for performing the four main operations (addition, subtraction, multiplication and division). The user is going to introduce three values (for each separate operation):

- The first value is the base (in decimal) in which he wants the numbers to be computed

- The second value is the first operand (in decimal) of that particular operation

- The third value is the second operand (in decimal) of that particular operation

These three numbers are going to be interpreted as a string of digits in the given base but they are going to be transformed as list of decimal values, each one representing a digit of this string ( more information about this will be in the presentation of number\_entity module').

1. 'conversions\_input' contains the specific functions which will transfer the data typed in the console by the user into the program for the four types of conversion methods (substitution method, successive division method, intermediate base 10 conversion method and rapid conversion method) the user is going to introduce three values:

- The first value is the number (in the source base) he wants to be converted by the program

- The second value is the source base (in decimal)

- The third value is the destination base (in decimal)

These three numbers are going to be interpreted as a string of digits in the given base but they are going to be transformed as list of decimal values, each one representing a digit of this string ( more information about this will be in the presentation of 'Conversions module').

1. **number\_entity module**

This module contains the 'Number' class which will serve 2 different purposes. The first one is to check the numbers which were introduced are valid in the given base (Example: 125 is a valid number in base 6 but it is not valid in base 2) and to issue a specific error if they are not valid. The second purpose of is to transform the numbers from string of digits into list of decimal numbers, each one representing a specific digit of that string (Example: the string '12BC' which represent the number 12BC in base 16 will be transformed into the following list: [1, 2, 10, 11]).

1. **Operations module**

This module contains the 'NumberOperations' class which encapsulate the four methods (functions, do not be confused with conversion method) that contain the algorithm of operations with numbers in a given base. Here is the actual place where addition, subtraction, multiplication and division of the numbers take place.

**Important note:** 3.1)For every operation the two operands and the base are represented as list of decimal digits in order to be easier to work with them.

3.2) All the operations algorithms follow the same structure as those presented at the first two seminars in the start of the semester. In other words, what I did in this project was to transform the pseudo-code algorithms from seminar into the 'Python 3' working code.

1. **Addition of two numbers**

Pseudo-code:

c0=0;        //c0, c1,… ,cn+1€ {0,1}are the carries used in addition

         for i=0,n

              x’i (10)= xi (b) ;    y’i (10)= yi (b);    //convert the digits from base b in base 10

s10 = x’i (10)+y’i (10) +ci (10);      //addition in base 10

              s’i (10)= s10 mod b ;   ci+1= s10 div b;

              si (b) = s’i (10);                       //convert the decimal value in base b

          end\_for

              si+1 = ci+1;

Explanation of the algorithm:

The first step is to check which is the longest number in order to add the 0 digit in front of the smaller one in order to have the same length for the two lists which represent the two operands. In order to have the same length for the list, I inverted both lists and appended at the end of the smaller one 0's until the two lists will have the same length. After this, I parse the two lists and compute the value of s10 (from the pseudo-code) as follows: the carry digit from that position added with the digit (transformed in decimal) of the first operand and with the digit (transformed in decimal) of the second operand. The result (s10) is divided by 10 and the remainder value is going to be putted to the result list and the quotient will represent the carry for the digit on the next position. In the end we will obtain a result list which will contain the digits (in decimal) of the result of the addition and every number from this list is going to be converted in the given base ( Ex: 10 is going to be converted in A in base 16) and transformed into a string of digits in that given base.

1. **Subtraction of two numbers**

Pseudo-code:

c0=0; //c0, c1,… ,cn+1€ {0,1}are the borrows used in subtraction

for i=0,n

              x’i (10)= xi (b) ;    y’i (10)= yi (b);    //convert the digits from base b in base 10

              d10 = x’i(10)– ci (10)–y’i (10);     //subtraction in base 10

    ci+1= 0;

    if (d10 < 0 )  then   { d10 = d10+b ;  ci+1= 1;}

    di (b)= d10(10)                             //convert the decimal value in base b

  end\_for

Explanation of the algorithm:

The first step is to check which is the longest number in order to add the 0 digit in front of the smaller one in order to have the same length for the two lists which represent the two operands. In order to have the same length for the list, I inverted both lists and appended at the end of the smaller one 0's until the two lists will have the same length. After this, I parse the two lists and compute the value of d10 (from the pseudo-code) as follows: the value of the first digit in decimal of the first operand from that position is subtracted with the value of the borrow from that position and the value of the second operand digit in decimal. If d10 is smaller than 0 the borrow value from the next position will be incremented with 1 and d10 will take the value of -d10 (or it's modulus value). The value of the result list on the position where the last computations were made will be the modulus of d10. In the end we will obtain a result list which will contain the digits (in decimal) of the result of the subtraction and every number from this list is going to be converted in the given base ( Ex: 10 is going to be converted in 'A' in base 16) and transformed into a string of digits in that given base.

1. **Multiplication of two numbers (one of them having one digit)**

Pseudo-code:

  c0=0;        //c0, c1,… ,cn+1are the carries used in multiplication

         for i=0,n

              x’i (10)= xi (b) ;    f ’(10)= f(b);    //convert the digits from base b in base 10

p10 = x’i (10)\*f ’(10) +ci (10);    //operations in base 10

              p’i (10)= p10 mod b ;   ci+1= p10 div b;

              pi (b) = p’i (10);                    //convert the decimal value in base b

          end\_for

              pi+1 = ci+1;

Explanation of the algorithm:

The first step was to inverse the list of the operand with a length bigger than 1 in order to parse the digits from the least significant one to the most significant. After this the digit of the value of p10 (in decimal) from a particular position is: the digit of the longer operand from this position multiplied with the digit of the 1-digit operand and at this the carry value from this position is added. The value from the particular position (in which the program computed p10) is going to be the remainder of the division between the value of p10 and the value of the given base (both in decimal) and the carry value from the next position will be the quotient of this division. In the end we will obtain a result list which will contain the digits (in decimal) of the result of the subtraction and every number from this list is going to be converted in the given base ( Ex: 10 is going to be converted in 'A' in base 16) and transformed into a string of digits in that given base.

1. **Division of two numbers (the second one having one digit)**

Pseudo-code:

r’ = 0; // r’ – a decimal value

for i = n,0,-1

               x’i (10)= xi (b) ;              //convert the digits from base b in base 10

               p10 = r’\*b +  x’i (10);  //operations in base 10

               q’i (10)= p10 div f ;      r’= mod f;

     qi (b)= q’i (10)//convert the decimal value in base b

  end\_for

r(b) =r’(10)//convert the decimal value in base b

Note: because the used algorithm for the division has the exact same structure as this pseudo-code algorithm I don't think it requests additional explanations.

1. **Conversions module**

This module contains the ' NumberConversions' class which encapsulate the four methods (functions, do not be confused with conversion method) that contain the algorithm of conversions of a number from a source base to a destination one. Here is the actual place where the conversions are made in this program.

**Important note:** 4.1)For every conversion the value of the number to be converted is represented as list of decimal digits in order to be easier to work with it.

4.2) All the conversion algorithms follow the same structure as those presented at the first two seminars in the start of the semester. In other words, what I did in this project was to transform the algorithms from seminar into the 'Python 3' working code.

4.3) All the conversion algorithms use the previously implemented operations to perform the required operations.

1. **Substitution method**

* calculations are made in the destination base
* it is recommended for *b < h*, *b* (source base),  *h*(destination base)

**Important note: the algorithm will work even if the b >= h**

![](data:image/png;base64,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) ![](data:image/png;base64,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)

*Steps:*

* all the digits from the source representation are converted into the destination base: ![](data:image/png;base64,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)
* the base*b* is converted into base *h*:  ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFkAAAAhCAYAAACyegcDAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAJkSURBVGhD7ZjLTcRADIa3ABqgAAqgADrgjLhDA4gzFaBtgBtHKuAAVy50wIEO6AH8rWJp5PU4j81rhT/JijLJOP/YnskkmyRJkiRJkll4FvsV+xY7pWEhzsUexU52Z/110Y/+Z7uzFXIv9i6mA5yba7FXMRugSBdtXCMZep1EfYjhb1WoWAa0BJdin2K2Wtt0cT9VbpOg7fhdDUuKip7dpqusZAt96IuPVaCCmGpPYqyDP2JzBD1aDrroIsBepS89O/dAyJcYA0GcCpy6EqJKhC66bsVqxYDfWgJnRYVbMQinaqiiGgyC6oqsFkDAd23GHKJLIUld752U2kD7DGYoPINEeEEeQ1fkH2i3RaCFY5eZrdjgWPAgb1mYY6pFQRhDV5v/mh8CavvozPJ8tYJom00GxgDbXhqa9cis75IoCIfoUmr+qcgXMS/APOOtOVpoY6vZq6I1O1Y0g5u6ikGXBPv8sXTR31ta8FOrSNptckvaru/Bw3l7qwjEM1W8D4Mp0GBa0WPp8pISVSpoAuij28YyIWjqpQNHd2JkG2ccOS9FTQ3VZgMxhi7u9WYDAavNBk0An/YPzZH+pQ/1WwZ+9TAw1tmxRePPe3F6SVWoUtbqGzGuewHVNpu81VMLyFCixEVB5hpLhOrQoJf3Hm2Qgb9m3kuqL0xx/ubV/sIReC/IGrwyMQTSBtO776ggQOX/5L7Qj/5RoqhSbxtmq5Yj51diFzQ00D96cSYNuoMosVVL0Nnh2Bcu/Xpt4f4rBHDINlWrO5opSUFtba7BfUe9Fi8FFclHThe8JSZJkiRJkmRyNps/zDi70wzfbcgAAAAASUVORK5CYII=)
* we calculate in base *h* the following sum:
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Code explanation:

1. 'positional\_power': represent the actual value of (b')(h) ^ i which will represent one of the operands for the multiplication with the value of the digit (of the number to be converted) on that paricular position. This power will multiply with the value of source base (in the destination base) for every digit in order to obtain the right positional power of that value
2. 'positional\_number': represent the value of the multiplication of the positional digit (of the number to be converted) with the positional power, this operation is made in the destination base
3. 'converted\_number': this variable is nothing else than the sum of all

positional digits value multiplied with the positional power, this operation is made in the destination base and every time we calculate a new factor of this sum we add it to the old value of the 'converted\_number'

Result: in the end we will convert the 'converted\_number' (it is a list of digits) into a string of digits which will be returned to the 'Console module' to be displayed on the console

1. **Successive division method**

* it is recommended for *h < b*, *b* –source base and *h*- destination base.

**Important note: the algorithm will work even if the h >= b**

How the algorithm works:

- calculations are made in the source base

- **successive divisions** by the destination base (***h***) are performed

* the process of successive divisions ends when 0 is obtained as quotient.
* the remainders, in the reverse order, are the digits of the new representation in base *h.*

1. **Conversion using base 10 as intermediate method**

This function will use the last 2 implemented conversions in order to execute the required conversion. The algorithm will respect the following rules:

- If the source base is smaller than 10 the program will convert from source base to base 10 using successive division method

- If the source base is bigger than 10 the program will convert from source base to base 10 using substitution method

- If the destination base is smaller than 10 the program will convert from base 10 to destination base using successive division method

- If the destination base is bigger than 10 the program will convert from base 10 to destination base using substitution method

Result: it will return the value of our number in the destination base (type: string of digits)

1. **Rapid conversion method method**

**d.1 ) Conversion from the source base p=2k , p** € **{4=22,8=23,16=24} into the destination base  2**

Rule:

Each digit from the source number in base *p*=2*k*, will be replaced by the corresponding group of *k* binary digits (adding if it is necessary insignificant zeros to the left).

**d.2 )** **Conversion from base 2 into the destination base q=2*k* ,  q** € **{4=22,8=23,16=24}**

**Rules:**

* from right to left make groups of *k*binary digits (adding to the left insignificant zeros to have a complete group);
* the groups will be replaced by the corresponding digits in base *q*=2*k*